**Q #1) What is JAVA?**

**Ans:** Java is a high-level programming language and is platform independent.

Java is a collection of objects. It was developed by Sun Microsystems. There are a lot of applications, websites and Games that are developed using Java.

**Q #2) What are the features in JAVA?**

**Ans: Features of Java:**

* **Oops concepts**
  + Object-oriented
  + Inheritance
  + Encapsulation
  + Polymorphism
  + Abstraction
* **Platform independent:** A single program works on different platforms without any modification.
* **High Performance:** JIT (Just In Time compiler) enables high performance in Java. JIT converts the bytecode into machine language and then JVM starts the execution.
* **Multi-threaded:** A flow of execution is known as a Thread. JVM creates a thread which is called main thread. The user can create multiple threads by extending the thread class or by implementing Runnable interface.

**Q #3) How does Java enable high performance?**

**Ans:** Java uses Just In Time compiler to enable high performance. JIT is used to convert the instructions into bytecodes.

**Q #4) What are the Java IDE’s?**

**Ans:** Eclipse and NetBeans are the IDE's of JAVA.

**Q #5) What do you mean by Constructor?**

**Ans: The points given below explain what a Constructor is in detail:**

* When a new object is created in a program a constructor gets invoked corresponding to the class.
* The constructor is a method which has the same name as class name.
* If a user doesn’t create a constructor implicitly a default constructor will be created.
* The constructor can be overloaded.
* If the user created a constructor with a parameter then he should create another constructor explicitly without a parameter.

**Q #6) What is meant by Local variable and Instance variable?**

**Ans: Local variables** are defined in the method and scope of the variables that have existed inside the method itself.

**An instance variable** is defined inside the class and outside the method and scope of the variables exist throughout the class.

**Q #7) What is a Class?**

**Ans:** All Java codes are defined in a class. A Class has variables and methods.

**Variables**are attributes which define the state of a class.

**Methods** are the place where the exact business logic has to be done. It contains a set of statements (or) instructions to satisfy the particular requirement.

**Example:**

|  |  |  |
| --- | --- | --- |
| 1 | public class Addition{ //Class name declaration | |
| 2 | int a = 5; //Variable declaration |

|  |  |
| --- | --- |
| 3 | int b= 5; |
| 4 | public void add(){ //Method declaration | |

|  |  |  |
| --- | --- | --- |
| 5 | int c = a+b; | |
| 6 | } |

|  |  |
| --- | --- |
| 7 | } |

**Q #8) What is an Object?**

**Ans:** An instance of a class is called object. The object has state and behavior.

Whenever the JVM reads the “new()” keyword then it will create an instance of that class.

**Example:**

|  |  |
| --- | --- |
| 1 | public class Addition{ |
| 2 | public static void main(String[] args){ | |

|  |  |  |
| --- | --- | --- |
| 3 | Addion add = new Addition();//Object creation | |
| 4 | } |

|  |  |
| --- | --- |
| 5 | } |

The above code creates the object for the Addition class.

**Q #9)What are the Oops concepts?**

**Ans: Oops concepts include:**

* Inheritance
* Encapsulation
* Polymorphism
* Abstraction
* Interface

**Q #10) What is Inheritance?**

**Ans:** Inheritance means one class can **extend**to another class. So that the codes can be reused from one class to another class.

Existing class is known as Super class whereas the derived class is known as a sub class.

**Example:**

|  |  |
| --- | --- |
| 1 | Super class: |
| 2 | public class Manupulation(){ | |

|  |  |
| --- | --- |
| 3 | } |
| 4 | Sub class: | |

|  |  |  |
| --- | --- | --- |
| 5 | public class Addition extends Manipulation(){ | |
| 6 | } |

Inheritance is applicable for public and protected members only. Private members can’t be inherited.

**Q #11) What is Encapsulation?**

**Ans: Purpose of Encapsulation:**

* Protects the code from others.
* Code maintainability.

**Example:**

We are declaring ‘a' as an integer variable and it should not be negative.

|  |  |  |
| --- | --- | --- |
| 1 | public class Addition(){ | |
| 2 | int a=5; |

|  |  |
| --- | --- |
| 3 | } |

If someone changes the exact variable as “***a = -5”***then it is bad.

**In order to overcome the problem we need to follow the below steps:**

* We can make the variable as private or protected one.
* Use public accessor methods such as set<property> and get<property>.

**So that the above code can be modified as:**

|  |  |
| --- | --- |
| 1 | public class Addition(){ |
| 2 | private int a = 5; //Here the variable is marked as private | |

|  |  |
| --- | --- |
| 3 | } |

**Below code shows the getter and setter.**

Conditions can be provided while setting the variable.

get A(){

}

set A(int a){

if(a>0){// Here condition is applied

.........

}

}

For encapsulation, we need to make all the instance variables as private and create setter and getter for those variables. Which in turn will force others to call the setters rather than access the data directly.

**Q #12) What is Polymorphism?**

**Ans:** Polymorphism means many forms.

A single object can refer the super class or sub-class depending on the reference type which is called polymorphism.

**Example:**

|  |  |  |
| --- | --- | --- |
| 1 | Public class Manipulation(){ //Super class | |
| 2 | public void add(){ |

|  |  |
| --- | --- |
| 3 | } |
| 4 | } |

|  |  |  |
| --- | --- | --- |
| 5 | public class Addition extends Manipulation(){ // Sub class | |
| 6 | public void add(){ |

|  |  |
| --- | --- |
| 7 | } |
| 8 | public static void main(String args[]){ | |

|  |  |  |  |
| --- | --- | --- | --- |
| 9 | Manipulation addition = new Addition();//Manipulation is reference type and Addition is reference type | | |
| 10 | | addition.add(); |

|  |  |
| --- | --- |
| 11 | } |
| 12 | } |

Using Manipulation reference type we can call the Addition class “add()” method. This ability is known as Polymorphism.

Polymorphism is applicable for **overriding**and not for **overloading**.

**Q #13) What is meant by Method Overriding?**

**Ans: Method overriding happens if the sub class method satisfies the below conditions with the Super class method:**

* Method name should be same
* Argument should be same
* Return type also should be same

The key benefit of overriding is that the Sub class can provide some specific information about that sub class type than the super class.

**Example:**

public class Manipulation{ //Super class

public void add(){

………………

}

}

Public class Addition extends Manipulation(){

Public void add(){

……..

}

Public static void main(String args[]){

Manipulation addition = new Addition(); //Polimorphism is applied

addition.add(); // It calls the Sub class add() method

}

}

**addition.add()**method calls the add() method in the Sub class and not the parent class. So it overrides the Super class method and is known as Method Overriding.

**Q #14) What is meant by Overloading?**

**Ans:** Method overloading happens for different classes or within the same class.

**For method overloading, subclass method should satisfy the below conditions with the Super class method (or) methods in the same class itself:**

* Same method name
* Different argument type
* May have different return types

**Example:**

public class Manipulation{ //Super class

public void add(String name){ //String parameter

………………

}

}

Public class Addition extends Manipulation(){

Public void add(){//No Parameter

………..

}

Public void add(int a){ //integer parameter

}

Public static void main(String args[]){

Addition addition = new Addition();

addition.add();

}

}

Here the add() method having different parameters in the Addition class is overloaded in the same class as well as with the super class.

**Note:** Polymorphism is not applicable for method overloading.

**Q #15) What is meant by Interface?**

**Ans:** Multiple inheritance cannot be achieved in java. To overcome this problem Interface concept is introduced.

An interface is a template which has only method declarations and not the method implementation.

**Example:**

|  |  |  |
| --- | --- | --- |
| 1 | Public abstract interface IManupulation{ //Interface declaration | |
| 2 | Public abstract void add();//method declaration |

|  |  |  |
| --- | --- | --- |
| 3 | public abstract void subtract(); | |
| 4 | } |

* All the methods in the interface are internally **public abstract void**.
* All the variables in the interface are internally **public static final** that is constants.
* Classes can implement the interface and not extends.
* The class which implements the interface should provide an implementation for all the methods declared in the interface.

|  |  |  |
| --- | --- | --- |
| 1 | public class Manupulation implements IManupulation{ //Manupulation class uses the interface | |
| 2 | Public void add(){ |

|  |  |  |
| --- | --- | --- |
| 3 | …………… | |
| 4 | } |

|  |  |  |
| --- | --- | --- |
| 5 | Public void subtract(){ | |
| 6 | ……………. |

|  |  |
| --- | --- |
| 7 | } |
| 8 | } |

**Q #16) What is meant by Abstract class?**

**Ans:** We can create the Abstract class by using “Abstract” keyword before the class name. An abstract class can have both “Abstract” methods and “Non-abstract” methods that are a concrete class.

**Abstract method:**

The method which has only the declaration and not the implementation is called the abstract method and it has the keyword called “abstract”. Declarations are the ends with a semicolon.

**Example:**

|  |  |
| --- | --- |
| 1 | public abstract class Manupulation{ |
| 2 | public abstract void add();//Abstract method declaration | |

|  |  |  |
| --- | --- | --- |
| 3 | Public void subtract(){ | |
| 4 | } |

|  |  |
| --- | --- |
| 5 | } |

* An abstract class may have a Non- abstract method also.
* The concrete Subclass which extends the Abstract class should provide the implementation for abstract methods.

**Q #17) Difference between Array and Array List.**

**Ans:** **The Difference between Array and Array List can be understood from the below table:**

| **Array** | **Array List** |
| --- | --- |
| Size should be given at the time of array declaration.  String[] name = new String[2] | Size may not be required. It changes the size dynamically.  ArrayList name = new ArrayList |
| To put an object into array we need to specify the index.  name[1] = “book” | No index required.  name.add(“book”) |
| Array is not type parameterized | ArrayList in java 5.0 are parameterized.  Eg: This angle bracket is a type parameter which means a list of String. |

**Q #18) Difference between String, String Builder, and String Buffer.**

**Ans: String:** String variables are stored in “constant string pool”. Once the string reference changes the old value that exists in the “constant string pool”, it cannot be erased.

**Example:**

String name = “book”;

**Constant string pool**
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If the name value has changed from “book” to “pen”.

**Constant string pool**

![Constant string pools](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQAAAQABAAD/2wCEAAUFBQUGBQYHBwYJCQgJCQ0MCwsMDRMODw4PDhMdEhUSEhUSHRofGRcZHxouJCAgJC41LSotNUA5OUBRTVFqao4BBQUFBQYFBgcHBgkJCAkJDQwLCwwNEw4PDg8OEx0SFRISFRIdGh8ZFxkfGi4kICAkLjUtKi01QDk5QFFNUWpqjv/CABEIAHEA7gMBIgACEQEDEQH/xAAcAAEBAAIDAQEAAAAAAAAAAAAABgQFAgMHAQj/2gAIAQEAAAAA/VmxAAAAEdZZoAAGu0m42gI2lzQABjSHds97qdN102eRtLmgAGm0dqBL91EjaXNAAY8jbT3fumr1dQl9ptI2lzQAEVasDwnnzyPb8gjLONpc0ABI1wAR1jG0uaAAj7AAI+wjaWa2m+ABHWPDh97WDnCNso2lkIryuoyf0TljXaB80OT+e/1D57193oNQY8vYRtLmhxkT5td39IewyJfOzc04+f8AoSNpc0AARvdWBM6q55I2lzQAAxpj6caDYiNpc0AAAARvkAAAAAP/xAAUAQEAAAAAAAAAAAAAAAAAAAAA/9oACAECEAAAAAAAAAAAAAAAAAAAAAAAAP/EABQBAQAAAAAAAAAAAAAAAAAAAAD/2gAIAQMQAAAAAAAAAAAAAAAAAAAAAAAA/8QARxAAAQQAAwMHCAYGCQUAAAAAAQIDBAUABhIRITUTFTFRdIOyBxAgIjBBYXEUFkBCU5EkMjNicoIlNERSoaKjsbNDc5KT1P/aAAgBAQABPwCpqaldTXLXXRlLXFaJJaSSSUgkkkYNPTkcLhjuEYNPTkcLhjuEYNPTkcLhjuEYNPTkcLhjuEYNPTkcLhjuEYNPTkcLhjuEYNPTkcLhjuEYNPTkcLhjuEYNPTkcLhjuEYNPTkcLhjuEYNPTkcLhjuEYNPTkcLhjuEYNPTkcLhjuEYNPTkcLhjuEYNPTkcLhjuEYNPTkcLhjuEYNPTkcLhjuEYNPTkcLhjuEYNPTkcLhjuEYNPTkcLhjuEYNPTkcLhjuEYNPTkcLhjuEYNPTkcLhjuEYNPTkcLhjuEYNPTkcLhjuEYNPTkcLhjuEYNPTkcLhjuEYNPTkcLhjuEYztWw4lUy4xDYZWZSQShCQdmlR2Yp+D1fYmPAPsk24p68FU2ziRgPxnUN+IjH1/wAgBQCs30oPUJzG3xYgX9BPP6HbwZSj0JZfQ54T6efwOYY3bE+BeKfg9X2JjwD7DOnQq+G9LmSG48ZlBW484oIQhI95Jxz/AJgt0f0DUcjHV0WFilTTZHW1H3OOfzaBgZOTLGq6urGyV72uWMWOO6jaNo+C9WIWUsq1w/QqCvYUN+tEdCVE/MDAZYS3pDSAnq2DZifljLE9GybSwJRP4sdDn+4wcj1sbauosLCpcHQI8gqa/wDS/wAo3+Qxzlm2l4pXJtYqf7XXpKXkjrciqJJ7sn+HFXbVVvBTMrpaX2SVJ1J6QtO5SVA70qT0EHePQz+BzDG7YnwLxT8Hq+xMeAfYL+8h0kLl3gt11xYaYjtjU7IdV+q22Os/kBvOIGW5c+QxZ5jcQ/KRsWxCQSYcVXWB/wBR0fiK/lA9hbZXC5ZtqeRzfaAessJ1MyOpMlvdr+ChsUMZdv8AnRuSxJjiJZwyEy4ijtLZPQtB++2vpSvz5/A5hjdsT4F4p+D1fYmPAPbzZsSBBkS5TqGWI7SnXXFbkoQgalE4y5AkzpH1itI5bmPoIiR17/ocVXQj4Or6XD5r/NFRQiOZzikJcQ+5tAB0NRkFx1xX7qej5kYpr5i0kzorcWRHkQxGL6HkpBSqQ0HQn1VK3pB2K89Tcw7MWBaDiBDmuxHS4ANq2dm0p3ndvxlvOFbmJZTEYlIbTBjy9bjaUo0SSsNgEKO8hGv+Ejz5jpJEtDNnW6G7mCCYyySlLiT0x3T+G5/gd+KS4i3NREnMJKUOAhaFbltuoOlbax/eQoFKvNn8DmGN2xPgXin4PV9iY8A9vmYc6W9FQ9LDi1Tpg62IhTob/ndUn5gHzz6eosRsnV8WUQ240OWaQ5sbd2a0esDuXsGoYzlSMP3Ge+XyzYyp8xqMmllIiuuobkCOEhbbyQRHKF7CpzGZKR997NbUyjlyc0PuMGjskRlrQykNIDRakhOiMGnQorBKcX1I4/JzG27RzH8zPWLa6qyEVxaG2AUFotygNLDbe/W2VDFRSWLGdJsq5q35tRIuZqIaOQUpMV9f9pWj76HU+qHehvDESLG5Ux47TXKLCl6EBGtSUBsE6ekhKQPkAPQhgU2d5kToiXLCpjY6NEpjSh4d4kpPzBPmz+BzDG7YnwLxT8Hq+xMeAe3pwmRnXNcs9EZuDBQOoIQZJ/5vaZvAYeyxPA2Ki3kdO3rTLCopH+p5s/gcwxu2J8C8U/B6vsTHgHt8tnRmPO7Z+9Zx3R8jCYQPAfaZ2311S0P13L6o2d3MbcPg82fwOYY3bE+BeKfg9X2JjwDGaM8VmVX4JtoE1EGU+2xzgORMZtxwEgO7XA4kbE71adOH711jMEKp5nnLEhlbwlJLHIBDRSFE6nQvcVjoT7UqFdn/AG9DVvVpSn/vwVk/mtD35J8zbjTjaFtuBaFDaFJIIIPvBGHpEZjkw8823yi9CNagnWrYTpG3pOwE7MMPsSGGX2HkOtOoS42tCgpCkKG0KBHSD52LSrflfRmrCMt/a6OTS6lS9rBCXBpBJ9QqAV1ejdETc25YrxvRDL9m/wB2gx2gfmp3UP4fNn8DmGN2xPgXin4PV9iY8AxnedlsWGWay2mQUIlz3UKjSHUAuNOxH2uhXSCVhOKpN/lW7lVU1MuTBqaGyfq5rQC3nIpWwRHOsEF9jTg5vMOozSlnPJZD+VWpEQItVzFoloUsFtL8npfX98NhGJlvUosbqMPKDLWx9VWp3FtJM4lZC0lBSUbiDoQQg4sL+fdIo/pOfItJEfy9Geiz3FrQh+XvRJKXWZEdCnWjp2tr1YgKdXXwlOPqeWWGypwtloqUU71aDvRt6dPu9GVd0kFOqbaxI4T7nXkN+I4V5Q8jAgJzJCfIVsIjuB8g91qwM905/q9ddSPiirlpH/mttIx9aLh3+r5KuFJ9ynFRGR/ne24zA3n62hxlxMswo0uFKblxHH7D1gtrpTpQ0sHWklB3jFLaZ3vauPOiSaSI06DuUw/IWhaSQptY1s7FoI2EY8mPky8qsPNFk+i+lU1SzPfSQnolBDnS2wvUkJOM0ZOr8xIbTKmzGdEWVHHILSjdKSELXvSfXSBsSficZjvcwxZefVwcyohNZciMSIsNLDBQ5qYDuh7UCrQsjSNGk4dzJn6ffXgrIdiebp0ZhMRH0FMUtqQ26syS+pL+tQWdJRgXuaWnnLRd6ssNZsFSIIYZDRjvSRHGtenXrTr2ghWKbKFTUTlTWVOuyC043rdIUdr7xfeXuA9Z1RBV8gB6EubFgxJEqU8hmOw2px11R2JQhA2knGUY8l5M+9mMlqTbLQpDShsLMRoEMNq+Owlah7lKPmz+BzDG7YnwLxT8Hq+xMeAek5ypbd5PSHNJ06tpTq2btuPoPlBeSdt5Txk+9Lde64r5a1vjw4+ruY3d7+drJPWmPHiND/O04cHJURY2Sb29k9YNg8yPyjlrB8nuS1bn6lModUpxyT/zKXiNlPKUA/oNDXR9n4UZtH+wwlCUBCUpAA6ANwHoWsefl6bIua1lb8GQvXZQWxtX1GUwB98Aeuj7wxCnQZ8GNLhyEPsPoC23EHalSVbwQR5lZKy07dS7WTXsS5brrTqFyWm3eQW0hKApglO1H6oxYZZy1ZT2Z06irpUtoJDch6M244gIO1ISpQJAGF1tUW1N83RtBkCQU8knYXwrXypGz9pqAOrp2+gtaEIUtaglKQSSTsAA37TiOpzOUlqQUlGXGHErZSRsNitBBDh6o6TvSPv+fP4HMMbtifAvFPwer7Ex4B9hm5am18h6xy263HfWSt+A4dMOUs9J3beScP8AfT0+8HELONYuSxCsW3qqwcOlMeaAgOK6mXBtQ78knb6Vnm2ngyVQkKcmWOwH6FERy7+w+9QG5sfFZAw3RWt+sP5j2NQwdrdQyvW0QOgylD9qf3P1BhKUoSlKUgADYANwAHuHnz+BzDG7YnwLxT8Hq+xMeAfYp0GFPiuRJkVmQw4Ni2nUBxCh1FJ3YGS1QeDXtjWp9zGsSmNnVokhzQPggpwpnyiRQEibSzUjo1svRFH5kLeGDM8oaPU5ioj+9znI/wDlxp8ojm4uUUL4hL8wj/FjByrPl8WzPYSm/wACORAZ/wBABw/IrxV09VUxfo1fBYisgk6WkBIKj7z1k+8n0c/gcwxu2J8C8U/B6vsTHgH23P4HMMbtifAv7f8A/8QAFBEBAAAAAAAAAAAAAAAAAAAAYP/aAAgBAgEBPwBx/8QAFBEBAAAAAAAAAAAAAAAAAAAAYP/aAAgBAwEBPwBx/9k=)

Then the older value retains in the constant string pool.

**String Buffer:**

* Here string values are stored in a stack. If the values are changed then the new value replaces the older value.
* The string buffer is synchronized which is thread-safe.
* Performance is slower than the String Builder.

**Example:**

String Buffer name =”book”;
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Once the name value has been changed to “pen” then the “book” is erased in the stack.
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**String Builder:**

This is same as String Buffer except for the String Builder which is not threaded safety that is not synchronized. So obviously performance is fast.

**Q #19) Explain about Public and Private access specifiers.**

**Ans:** Methods and instance variables are known as members.

**Public:**

Public members are visible in the same package as well as the outside package that is for other packages.
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Public members in Class A are visible to Class B (Same package) as well as Class C (Different package).

**Private:**

Private members are visible in the same class only and not for the other classes in the same package as well as classes in the outside packages.
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Private members in class A is visible only in that class. It is invisible for class  B as well as class C.

**Q #20) Difference between Default and Protected access specifiers.**

**Ans: Default:**Methods and variables declared in a class without any access specifiers are called default.
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Default members in Class A are visible to the other classes which are inside the package and invisible to the classes which are outside the package.

So Class A members are visible to the Class B and invisible to the Class C.

**Protected:**
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Protected is same as Default but if a class extends then it is visible even if it is outside the package.

Class A members are visible to Class B because it is inside the package. For Class C it is invisible but if Class C extends Class A then the members are visible to the Class C even if it is outside the package.

**Q #21) Difference between HashMap and HashTable.**

**Ans:** **Difference between HashMap and HashTable can be seen below:**

| **HashMap** | **HashTable** |
| --- | --- |
| Methods are not synchronized | Key methods are synchronized |
| Not thread safety | Thread safety |
| Iterator is used to iterate the values | Enumerator is used to iterate the values |
| Allows one null key and multiple null values | Doesn’t allow anything that is null |
| Performance is high than HashTable | Performance is slow |

**Q #22) Difference between HashSet and TreeSet.**

**Ans:** **Difference between HashSet and TreeSet can be seen below:**

| **HashSet** | **TreeSet** |
| --- | --- |
| Inserted elements are in random order | Maintains the elements in the sorted order |
| Can able to store null objects | Couldn’t store null objects |
| Performance is fast | Performance is slow |

**Q #23) Difference between Abstract class and Interface.**

**Ans: Difference between Abstract Class and Interface are as follows:**

**Abstract Class:**

* Abstract classes have a default constructor and it is called whenever the concrete subclass is instantiated.
* Contains Abstract methods as well as Non-Abstract methods.
* The class which extends the Abstract class shouldn’t require implementing all the methods, only Abstract methods need to be implemented in the concrete sub-class.
* Abstract Class contains instance variables.

**Interface:**

* Doesn’t have any constructor and couldn’t be instantiated.
* Abstract method alone should be declared.
* Classes which implement the interface should provide the implementation for all the methods.
* The interface contains only constants.

**Q** **#24)  What is mean by Collections in Java?**

**Ans:** Collection is a framework that is designed to store the objects and manipulate the design to store the objects.

**Collections are used to perform the following operations:**

* Searching
* Sorting
* Manipulation
* Insertion
* Deletion

A group of objects is known as collections. All the classes and interfaces for collecting are available in Java utile package.

**Q #25) What are all the Classes and Interfaces that are available in the collections?**

**Ans:** **Given below are the Classes and Interfaces that are available in Collections:**

**Interfaces:**

* Collection
* List
* Set
* Map
* Sorted Set
* Sorted Map
* Queue

**Classes:**

* Lists:
* Array List
* Vector
* Linked List

**Sets:**

* Hash set
* Linked Hash Set
* Tree Set

**Maps:**

* Hash Map
* Hash Table
* Tree Map
* Linked Hashed Map

**Queue:**

* Priority Queue

**Q #26) What is meant by Ordered and Sorted in collections?**

**Ans:**

**Ordered:**

It means the values that are stored in a collection is based on the values that are added to the collection. So we can iterate the values from the collection in a specific order.

**Sorted:**

Sorting mechanism can be applied internally or externally so that the group of objects sorted in a particular collection is based on properties of the objects.

**Q #27) Explain about the different lists available in the collection.**

**Ans:**Values added to the list is based on the index position and it is ordered by index position. Duplicates are allowed.

**Types of Lists are:**

**Array List:**

* Fast iteration and fast Random Access.
* It is an ordered collection (by index) and not sorted.
* It implements Random Access Interface.

**Example:**

public class Fruits{

public static void main (String [ ] args){

ArrayList <String>names=new ArrayList <String>();

names.add (“apple”);

names.add (“cherry”);

names.add (“kiwi”);

names.add (“banana”);

names.add (“cherry”);

System.out.println (names);

}}

**Output:**

[Apple, cherry, kiwi, banana, cherry]

From the output, Array List maintains the insertion order and it accepts the duplicates. But not sorted.

**Vector:**

It is same as Array List.

* Vector methods are synchronized.
* Thread safety.
* It also implements the Random Access.
* Thread safety usually causes a performance hit.

**Example:**

public class Fruit {

public static void main (String [ ] args){

Vector <String> names = new Vector <String> ( );

names.add (“cherry”);

names.add (“apple”);

names.add (“banana”);

names.add (“kiwi”);

names.add (“apple”);

System.out.println (“names”);

}

}

**Output:**

[cherry,apple,banana,kiwi,apple]

Vector also maintains the insertion order and accepts the duplicates.

**Linked List:**

* Elements are doubly linked to one another.
* Performance is slow than Array list.
* Good choice for insertion and deletion.
* In Java 5.0 it supports common queue methods peek( ), Pool ( ), Offer ( ) etc.

**Example:**

public class Fruit {

public static void main (String [ ] args){

Linkedlist <String> names = new linkedlist <String> ( ) ;

names.add(“banana”);

names.add(“cherry”);

names.add(“apple”);

names.add(“kiwi”);

names.add(“banana”);

System.out.println (names);

}

}

**Output**

[ banana,cherry,apple,kiwi,banana]

Maintains the insertion order and accepts the duplicates.

**Q #28) Explain about Set and their types in a collection?**

**Ans: Set c**ares about uniqueness. It doesn’t allow duplications. Here “equals ( )” method is used to determine whether two objects are identical or not.

**Hash Set:**

* Unordered and unsorted.
* Uses the hash code of the object to insert the values.
* Use this when the requirement is “no duplicates and don’t care about the order”.

**Example:**

public class Fruit {

public static void main (String[ ] args){

HashSet<String> names = new HashSet <=String>( ) ;

names.add(“banana”);

names.add(“cherry”);

names.add(“apple”);

names.add(“kiwi”);

names.add(“banana”);

System.out.println (names);

}

}

**Output:**

[banana, cherry, kiwi, apple]

Doesn’t follow any insertion order. Duplicates are not allowed.

**Linked Hash set:**

* An ordered version of the hash set is known as Linked Hash Set.
* Maintains a doubly-Linked list of all the elements.
* Use this when the iteration order is required.

**Example:**

public class Fruit {

public static void main (String[ ] args){

LinkedHashSet<String> names = new LinkedHashSet <String>( ) ;

names.add(“banana”);

names.add(“cherry”);

names.add(“apple”);

names.add(“kiwi”);

names.add(“banana”);

System.out.println (names);

}

}

**Output:**

[banana, cherry, apple, kiwi]

Maintains the insertion order in which they have been added to the Set. Duplicates are not allowed.

**Tree Set:**

* It is one of the two sorted collections.
* Uses “Read-Black” tree structure and guarantees that the elements will be in an ascending order.
* We can construct a tree set with the constructor by using comparable (or) comparator.

**Example:**

public class Fruits{

public static void main (String[ ]args) {

Treeset<String> names= new TreeSet<String>( ) ;

names.add(“cherry”);

names.add(“banana”);

names.add(“apple”);

names.add(“kiwi”);

names.add(“cherry”);

System.out.println(names);

}

}

**Output:**

[apple, banana, cherry, kiwi]

TreeSet sorts the elements in an ascending order. And duplicates are not allowed.

**Q #29). Explain about Map and their types.**

**Ans: Map** cares about unique identifier. We can map a unique key to a specific value. It is a key/value pair. We can search a value, based on the key. Like set, Map also uses “equals ( )” method to determine whether two keys are same or different.

**Hash Map:**

* Unordered and unsorted map.
* Hashmap is a good choice when we don’t care about the order.
* It allows one null key and multiple null values.

**Example:**

Public class Fruit{

Public static void main(String[ ] args){

HashMap<Sting,String> names =new HashMap<String,String>( );

names.put(“key1”,“cherry”);

names.put (“key2”,“banana”);

names.put (“key3”,“apple”);

names.put (“key4”,“kiwi”);

names.put (“key1”,“cherry”);

System.out.println(names);

}

}

**Output:**

{key2 =banana, key1=cherry, key4 =kiwi, key3= apple}

Duplicate keys are not allowed in Map.

Doesn’t maintain any insertion order and is unsorted.

**Hash Table:**

* Like vector key, methods of the class are synchronized.
* Thread safety and therefore slows the performance.
* Doesn’t allow anything that is null.

**Example:**

public class Fruit{

public static void main(String[ ]args){

Hashtable<Sting,String> names =new Hashtable<String,String>( );

names.put(“key1”,“cherry”);

names.put(“key2”,“apple”);

names.put(“key3”,“banana”);

names.put(“key4”,“kiwi”);

names.put(“key2”,“orange”);

System.out.println(names);

}

}

**Output:**

{key2=apple, key1=cherry,key4=kiwi, key3=banana}

Duplicate keys are not allowed.

**Linked Hash Map:**

* Maintains insertion order.
* Slower than Hash map.
* Can expect a faster iteration.

**Example:**

public class Fruit{

public static void main(String[ ] args){

LinkedHashMap<Sting,String> names =new LinkedHashMap<String,String>( );

names.put(“key1”,“cherry”);

names.put(“key2”,“apple”);

names.put(“key3”,“banana”);

names.put(“key4”,“kiwi”);

names.put(“key2”,“orange”);

System.out.println(names);

}

}

**Output:**

{key2=apple, key1=cherry,key4=kiwi, key3=banana}

Duplicate keys are not allowed.

**TreeMap:**

* Sorted Map.
* Like Tree set, we can construct a sort order with the constructor.

**Example:**

public class Fruit{

public static void main(String[ ]args){

TreeMap<Sting,String> names =new TreeMap<String,String>( );

names.put(“key1”,“cherry”);

names.put(“key2”,“banana”);

names.put(“key3”,“apple”);

names.put(“key4”,“kiwi”);

names.put(“key2”,“orange”);

System.out.println(names);

}

}

**Output:**

{key1=cherry, key2=banana, key3 =apple, key4=kiwi}

It is sorted in ascending order based on the key. Duplicate keys are not allowed.

**Q #30) Explain the Priority Queue.**

**Ans: Queue Interface**

**Priority Queue:**Linked list class has been enhanced to implement the queue interface. Queues can be handled with a linked list. Purpose of a queue is “Priority-in, Priority-out”.

Hence elements are ordered either naturally or according to the comparator. The elements ordering represents their relative priority.

**Q #31) What is mean by Exception?**

**Ans:** An Exception is a problem that can occur during the normal flow of an execution. A method can throw an exception when something wails at runtime. If that exception couldn’t be handled, then the execution gets terminated before it completes the task.

If we handled the exception, then the normal flow gets continued. Exceptions are a subclass of java.lang.Exception.

**Example for handling Exception:**

|  |  |
| --- | --- |
| 1 | try{ |
| 2 | //Risky codes are surrounded by this block | |

|  |  |
| --- | --- |
| 3 | }catch(Exception e){ |
| 4 | //Exceptions are caught in catch block | |

|  |  |
| --- | --- |
| 5 | } |

**Q #32) What are the types of Exceptions?**

**Ans:** Two types of Exceptions are explained below in detail.

**Checked Exception:**

These exceptions are **checked by the compiler at the time of compilation**. Classes that extend Throwable class except Runtime exception and Error are called checked Exception.

Checked Exceptions must either declare the exception using throes keyword (or) surrounded by appropriate try/catch.

***E.g.*** **ClassNotFound** Exception

**Unchecked Exception:**

These exceptions are not checked during the compile time by the compiler.  The compiler doesn’t force to handle these exceptions.

**It includes:**

* **Arithmetic Exception**
* **ArrayIndexOutOfBounds** Exception

**Q #33) What are the different ways to handle exceptions?**

**Ans:** **Two different ways to handle exception are explained below:**

**#1) Using try/catch:**

A risky code is surrounded by try block. If an exception occurs, then it is caught by the catch block which is followed by the try block.

**Example:**

|  |  |
| --- | --- |
|  | class Manipulation{ |
|  | public static void main(String[] args){ | |

|  |  |  |
| --- | --- | --- |
|  | add(); | |
|  | } |

|  |  |  |
| --- | --- | --- |
|  | Public void add(){ | |
|  | try{ |

|  |  |
| --- | --- |
|  | addition(); |
|  | }catch(Exception e){ | |

|  |  |  |  |
| --- | --- | --- | --- |
|  | e.printStacktrace(); | | |
|  | | } |

|  |  |
| --- | --- |
|  | } |
|  | } |
|  |  |

**#2) By declaring throws keyword:**

At the end of the method, we can declare the exception using throws keyword.

**Example:**

|  |  |
| --- | --- |
|  | class Manipulation{ |
|  | public static void main(String[] args){ | |

|  |  |  |
| --- | --- | --- |
|  | add(); | |
|  | } |

|  |  |  |
| --- | --- | --- |
|  | public void add() throws Exception{ | |
|  | addition(); |

|  |  |
| --- | --- |
|  | } |
|  | } |

**Q #34) What are the Advantages of Exception handling?**

**Ans: Given below are the advantages:**

* The normal flow of the execution won’t be **terminated if exception got handled**
* We can identify the problem by using catch declaration

**Q #35) What are Exception handling keywords in Java?**

**Ans: Given below are the two Exception Handling Keywords:**

**try:**

When a risky code is surrounded by a try block. An exception occurring in the try block is caught by a catch block. Try can be followed **either by catch (or) finally (or)** both. But any one of the blocks is mandatory.

**catch:**

This is followed by try block. Exceptions are caught here.

**finally:**

This is followed either by try block (or) catch block. This block gets executed regardless of an exception. So generally clean up codes are provided here.

**Q #36) Explain about Exception Propagation.**

**Ans:** Exception is first thrown from the method which is at the top of the stack. If it doesn’t catch, then it pops up the method and moves to the previous method and so on until they are got.

This is called Exception propagation.

**Example:**

|  |  |
| --- | --- |
| 1 | public class Manipulation{ |
| 2 | public static void main(String[] args){ | |

|  |  |  |
| --- | --- | --- |
| 3 | add(); | |
| 4 | } |

|  |  |  |
| --- | --- | --- |
| 5 | public void add(){ | |
| 6 | addition(); |

|  |  |
| --- | --- |
| 7 | } |

**From the above example, the stack looks like as shown below:**

**![Stack Example](data:image/jpeg;base64,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)**

If an exception occurred in the **addition()** method is not caught, then it moves to the method **add()**. Then it is moved to the **main()** method and then it will stop the flow of execution. It is called Exception Propagation.

**Q #37) What is the final keyword in Java?**

**Ans:**

**Final variable:**

Once a variable is declared as final, then the value of the variable could **not** be **changed**. It is like a constant.

**Example:**

final int = 12;

**Final method:**

A final keyword in a method that couldn’t be **overridden**. If a method is marked as a final, then it can’t be overridden by the subclass.

**Final class:**

If a class is declared as final, then the class couldn’t be **subclassed**. No class can extend the final class.

……………………………………………………………………………………………………………………………………………………

**Q #38) What is a Thread?**

**Ans:**In Java, the flow of a execution is called Thread. Every java program has at least one thread called main thread, the Main thread is created by JVM. The user can define their own threads by extending Thread class (or) by implementing Runnable interface. Threads are executed concurrently.

**Example:**

|  |  |  |
| --- | --- | --- |
| 1 | public static void main(String[] args){//main thread starts here | |
| 2 | } |

**Q #39) How do you make a thread in Java?**

**Ans:**There are two ways available in order to make a thread.

**#1) Extend Thread class:**

Extending a Thread class and override the run method. The thread is available in java.lang.thread.

**Example:**

|  |  |  |
| --- | --- | --- |
| 1 | Public class Addition extends Thread { | |
| 2 | public void run () { |

|  |  |
| --- | --- |
| 3 | } |
| 4 | } |

The disadvantage of using a thread class is that we cannot extend any other classes because we have already extend the thread class. We can overload the run () method in our class.

**#2) Implement Runnable interface:**

Another way is implementing the runnable interface. For that we should provide the implementation for run () method which is defined in the interface.

**Example:**

|  |  |  |
| --- | --- | --- |
| 1 | Public class Addition implements Runnable { | |
| 2 | public void run () { |

|  |  |
| --- | --- |
| 3 | } |
| 4 | } |

**Q #40) Explain about join () method.**

**Ans:** Join () method is used to join one thread with the end of the currently running thread.

**Example:**

|  |  |  |
| --- | --- | --- |
| 1 | public static void main (String[] args){ | |
| 2 | Thread t = new Thread (); |

|  |  |  |
| --- | --- | --- |
| 3 | t.start (); | |
| 4 | t.join (); |

|  |  |
| --- | --- |
| 5 | } |

From the above code, the main thread started the execution. When it reaches the code ***t.start()*** then ‘thread t’ starts the own stack for the execution. JVM switches between the main thread and ‘thread t’.

Once it reaches the code ***t.join()*** then ‘thread t’ alone is executed and completes its task, then only main thread started the execution.

It is a non-static method. Join () method has overloaded version. So we can mention the time duration in join () method also “.s”.

**Q #41) What does yield method of the Thread class do?**

**Ans:** A yield () method moves the currently running thread to a  runnable state and allows the other threads for execution. So that equal priority threads have a chance to run. It is a static method. It doesn’t release any lock.

Yield () method moves the thread back to the Runnable state only, and not the thread to sleep (), wait () (or) block.

**Example:**

|  |  |  |
| --- | --- | --- |
| 1 | public static void main (String[] args){ | |
| 2 | Thread t = new Thread (); |

|  |  |  |
| --- | --- | --- |
| 3 | t.start (); | |
| 4 | } |

|  |  |  |
| --- | --- | --- |
| 5 | public void run(){ | |
| 6 | Thread.yield(); |

|  |  |
| --- | --- |
| 7 | } |
| 8 | } |
|  |  |

**Q #42) Explain about wait () method.**

**Ans: wait ()** method is used to make the thread to wait in the waiting pool. When a wait () method is executed during a thread execution then immediately the thread gives up the lock on the object and goes to the waiting pool. Wait () method tells the thread to wait for a given amount of time.

Then the thread will wake up after notify () (or) notify all () method is called.

Wait() and the other above-mentioned methods do not give the lock on the object immediately until the currently executing thread completes the synchronized code. It is mostly used in synchronization.

**Example:**

|  |  |  |
| --- | --- | --- |
| 1 | public static void main (String[] args){ | |
| 2 | Thread t = new Thread (); |

|  |  |
| --- | --- |
| 3 | t.start (); |
| 4 | Synchronized (t) { | |

|  |  |  |
| --- | --- | --- |
| 5 | Wait(); | |
| 6 | } |

|  |  |
| --- | --- |
| 7 | } |

**Q #43) Difference between notify() method and notifyAll() method in Java.**

**Ans: Given below are few differences between notify() method and notifyAll() method**

| **notify()** | **notifyAll()** |
| --- | --- |
| This method is used to send a signal to wake up a single thread in the waiting pool. | This method sends the signal to wake up all the threads in a waiting spool. |

**Q #44) How to stop a thread in java? Explain about sleep () method in a thread?**

**Ans:** We can stop a thread by using the following thread methods.

* Sleeping
* Waiting
* Blocked

**Sleep:**

Sleep () method is used to sleep the currently executing thread for the given amount of time. Once the thread is wake up it can move to the runnable state. So sleep () method is used to delay the execution for some period.

It is a static method.

**Example:**

**Thread. Sleep (2000)**

So it delays the thread to sleep 2 milliseconds. Sleep () method throws an uninterrupted exception, hence we need to surround the block with try/catch.

|  |  |  |
| --- | --- | --- |
| 1 | public class ExampleThread implements Runnable{ | |
| 2 | public static void main (String[] args){ |

|  |  |  |
| --- | --- | --- |
| 3 | Thread t = new Thread (); | |
| 4 | t.start (); |

|  |  |
| --- | --- |
| 5 | } |
| 6 | public void run(){ | |

|  |  |
| --- | --- |
| 7 | try{ |
| 8 | Thread.sleep(2000); | |

|  |  |  |  |
| --- | --- | --- | --- |
| 9 | }catch(InterruptedException e){ | | |
| 10 | | } |

|  |  |
| --- | --- |
| 11 | } |

**Q #45) When to use Runnable interface Vs Thread class in Java?**

**Ans:** If we need our class to extend some other classes other than the thread then we can go with the runnable interface because in java we can extend only one class.

If we are not going to extend any class then we can extend the thread class.

**Q #46) Difference between start() and run() method of thread class.**

**Ans:** Start() method creates new thread and the code inside the run () method is executed in the new thread. If we directly called the run() method then a new thread is not created and the currently executing thread will continue to execute the run() method.

**Q #47) What is Multi-threading?**

**Ans:** Multiple threads are executed simultaneously. Each thread starts their own stack based on the flow (or) priority of the threads.

**Example Program:**

|  |  |  |
| --- | --- | --- |
| 1 | public class MultipleThreads implements Runnable | |
| 2 | { |

|  |  |  |
| --- | --- | --- |
| 3 | public static void main (String[] args){//Main thread starts here | |
| 4 | Runnable r = new runnable (); |

|  |  |
| --- | --- |
| 5 | Thread t=new thread (); |
| 6 | t.start ();//User thread starts here | |

|  |  |  |
| --- | --- | --- |
| 7 | Addition add=new addition (); | |
| 8 | } |

|  |  |  |  |
| --- | --- | --- | --- |
| 9 | public void run(){ | | |
| 10 | | go(); |

|  |  |  |
| --- | --- | --- |
| 11 | }//User thread ends here | |
| 12 | } |

On the 1st line execution, JVM calls the main method and the main thread stack looks as shown below.
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Once the execution reaches, **t.start ()**line then a new thread is created and the new stack for the thread is also created. Now JVM switches to the new thread and the main thread are back to the runnable state.

The two stacks look as shown below.
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Now, the user thread executed the code inside the run() method.
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Once the run() method has completed, then JVM switches back to the main thread and the User thread has completed the task and the stack was disappeared.

JVM switches between each thread until both the threads are completed. This is called Multi-threading.

**Q #48) Explain thread life cycle in Java.**

**Ans:** **Thread has the following states:**

* New
* Runnable
* Running
* Non-runnable (Blocked)
* Terminated
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* **New:**

In New state, Thread instance has been created but start () method is not yet invoked. Now the thread is not considered alive.

* **Runnable**:

The Thread is in runnable state after invocation of the start () method, but before the run () method is invoked. But a thread can also return to the runnable state from waiting/sleeping. In this state the thread is considered alive.

* **Running**:

The thread is in running state after it calls the run () method. Now the thread begins the execution.

* **Non-Runnable**(Blocked):

The thread is alive but it is not eligible to run. It is not in runnable state but also, it will return to runnable state after some time.

**Example:** wait, sleep, block.

* **Terminated**:

Once the run method is completed then it is terminated. Now the thread is not alive.

**Q #49) What is Synchronization?**

**Ans:** Synchronization makes only one thread to access a block of code at a time. If multiple thread accesses the block of code, then there is a chance for inaccurate results at the end. To avoid this issue, we can provide synchronization for the sensitive block of codes.

The synchronized keyword means that a thread needs a key in order to access the synchronized code.

Locks are per objects. Every Java object has a lock. A lock has only one key. A thread can access a synchronized method only if the thread can get the key to the objects lock.

For this, we use “Synchronized” keyword.

**Example:**

public class ExampleThread implements Runnable{

public static void main (String[] args){

Thread t = new Thread ();

t.start ();

}

public void run(){

synchronized(object){

{

}

}

**Q #50) What is the disadvantage of Synchronization?**

**Ans:** Synchronization is not recommended to implement all the methods. Because if one thread accesses the synchronized code then the next thread should have to wait. So it makes slow performance on the other end.

**Q #51) What is meant by Serialization?**

**Ans:** Converting a file into a byte stream is known as Serialization. The objects in the file is converted to the bytes for security purposes. For this, we need to implement java.io.Serializable interface. It has no method to define.

Variables that are marked as transient will not be a part of the serialization. So we can skip the serialization for the variables in the file by using a transient keyword.

**Q #52) What is the purpose of a transient variable?**

**Ans:** Transient variables are not part of the serialization process. During deserialization, the transient variables values are set to default value. It is not used with static variables.

**Example:**

transient int numbers;

**Q #53) Which methods are used during Serialization and Deserialization process?**

**Ans:** ObjectOutputStream and ObjectInputStream classes are higher level java.io. package. We will use them with lower level classes FileOutputStream and FileInputStream.

ObjectOutputStream.writeObject**—->**Serialize the object and write the serialized object to a file.

ObjectInputStream.readObject **—>** Reads the file and deserializes the object.

To be serialized, an object must implement the serializable interface. If superclass implements Serializable, then the subclass will automatically be serializable.

**Q #54) What is the purpose of a Volatile Variable?**

**Ans:** Volatile variable values are always read from the main memory and not from thread's cache memory. This is used mainly during synchronization. It is applicable only for variables.

**Example:**

volatile int number;

**Q #55) Difference between Serialization and Deserialization in Java.**

**Ans:** **These are the difference between serialization and deserialization in java:**

| **Serialization** | **Deserialization** |
| --- | --- |
| Serialization is the process which is used to convert the objects into byte stream | Deserialization is the opposite process of serialization where we can get the objects back from the byte stream. |
| An object is serialized by writing it an ObjectOutputStream. | An object is deserialized by reading it from an ObjectInputStream. |

**Q #56) What is SerialVersionUID?**

**Ans:** Whenever an object is Serialized, the object is stamped with a version ID number for the object class. This ID is called the  SerialVersionUID. This is used during deserialization to verify that the sender and receiver that are compatible with the Serialization.

Conclusion

These are some of the core JAVA interview questions that cover both the basic and advanced Java concepts for programming as well as developer interview, and these are ones which have been answered by our JAVA experts.

I hope that this tutorial would have given you a great insight into JAVA core coding concepts in detail. The explanations given above will really enrich your knowledge and increase your understanding of JAVA programming.